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Abstract
The Industrial Internet of Things (IIoT) is central
to smart manufacturing, enabling real-time

automation, data exchange, and system intelligence.

However, the convergence of cyber-physical
systems with legacy software and heterogeneous
architectures introduces significant security
challenges. This paper explores how software
engineering principles can be strategically
employed to enhance IloT security by integrating

threat modeling into the development lifecycle.

In this study, we review classic models such as
STRIDE, DREAD, and STPA-Sec, and evaluate
their effectiveness when applied at various phases
of the Secure Software Development Life Cycle
(SSDLC). STRIDE focuses on classifying security
threats, DREAD helps score the severity of risks,
and STPA-Sec provides a safety-oriented approach
to identifying unsafe control actions in IIoT
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environments. Additionally, we propose a secure
development process to embed continuous security
assurance during IIoT software deployment. This
research highlights design-driven security patterns,
model-driven engineering strategies, and secure
API development best practices. This paper aims
to support developers and architects in designing
scalable and threat-aware IIoT systems through
the alignment of software engineering with
IloT-specific threat vectors.

Keywords: industrial I0T, software engineering, threat
modeling, secure software development lifecycle (SSDLC).

1 Introduction

The Industrial Internet of Things (IloI') is becoming
central to industrial operations. It links various devices
including smart sensors, actuators, and machinery
for process automation, reduction of human effort,
and support for intelligent decision-making. IIoT is
fundamental to Industry 4.0 as it enables real-time
data collection, data-driven maintenance, and adds to
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Figure 1. A general High-level view of IIoT architecture.

various sectors such as manufacturing and logistics
[1]. This advancement leads to serious security
challenges. A significant number of IloI' systems
integrate advanced smart devices and legacy systems,
which often lack security. The blend of networked
machines, embedded controllers, and cloud systems
makes IIol' systems more susceptible to threats [2].
Compared to traditional IoI systems, Ilol' systems
also demand strict operation timings along with
availability requirements that amplify the impact of
even short-term security failures [3].

Existing research in IloT is often focused on blocking
attacks at runtime by employing advanced machine
learning-based intrusion detection techniques or
secure communication protocols [4-6]. Another study
evaluated [7] how different SDLC structures influence
the adoption of secure practices within software
development teams. It highlighted that security as a
core requirement, is more likely to be implemented
consistently across all lifecycle stages. Moreover,
authors in [8] comprehensively reviewed several
IoT security guidelines from industry, government,
and academia. They found that about 73% of the
actionable advice relates directly to SSDLC phases
like planning, implementation, and testing. This
underscores the need to embed secure development
practices throughout the lifecycle.

However, major system vulnerabilities do not occur
at runtime; but are built into the software during
Software Development Life Cycle (SDLC). These
vulnerabilities comprising weak authentication logic,
insecure APIs, and poor data validation can be
prevented using improved software design [9].
Compared to traditional security methods that often
focus on reactive measures, threat modeling enables
early detection of vulnerabilities during design and
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planning.  This makes it especially suitable for
Industrial IoT systems, where failures can cause
physical damage and downtime. A general high-level
view of IIoT architecture, showing the interaction of
smart sensors, edge devices, communication protocols,
cloud platforms, and decision-making interfaces is
presented in Figure 1.

This gap between security and software engineering
is one of the key reasons why IloT systems remain at
risk, even when strong protection tools are added later.
While several studies have explored security in IIoT,
most either focus on specific phases of development
or lack integration between threat modeling and
secure development practices. There remains a need
for a structured approach that combines early risk
identification with secure automation across the entire
SDLC. This study is focused on embedding security
into SDLC in IloT environments. We explore multiple
threat modeling techniques such as STRIDE, DREAD,
and STPA-Sec; that aim to support the identification
and analysis of security risks during the early phases
of SDLC. The study also investigates the application of
these techniques in each phase of the Secure Software
Development Life Cycle (SSDLC). This analysis covers
defining clear security requirements, designing safer
architectures, adhering to secure coding protocols, and
frequently testing the system vulnerabilities.

This study proposes an advanced framework for
SDLC named SecureDev-IIoI, that introduces the
integration of security testing and monitoring into
the software delivery pipeline. This framework
aims to support IIoI' developers and engineers in
building more secure systems without compromising
the performance, scalability, or accessibility. This study
makes the following key contributions: 1) It provides
a comparative analysis of widely used threat modeling
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techniques, including STRIDE, DREAD, and STPA-Sec,
mapped across the phases of a secure development
lifecycle; 2) It proposes SecureDev-Ilol, a layered
framework that combines threat modeling, SSDLC
practices, and secure development process automation
designed for IloI systems; and 3) Finally, it offers
practical guidelines and illustrations that support
secure software design and deployment in industrial
environments.

The rest of the paper is organized as follows. Section
2 explores multiple threat modeling techniques.
Section 3 is focused on secure software development
lifecycle. Section 4 highlights the integration of
secure development process principles into IloT
software delivery pipelines. Section 5 proposes the
SecureDev-IIoI' framework, through the integration
of threat modeling, SSDLC, and secure development
process into a unified process. Section 6 evaluates
the proposed framework through the comparative
analysis with traditional IIoT security mechanisms.
Section 7 finally concludes the paper along with future
directions.

2 Threat Modeling as a Software Engineering
Practice

Developing secure IIol systems requires more than just
reactive protection tools—it starts with understanding
where threats can appear and how they could
impact the system. This is the core idea behind
threat modeling, a structured approach to identifying
potential vulnerabilities early in the development
lifecycle [10]. In software engineering, threat
modeling helps teams think like an attacker, which
allows them to build stronger defenses during design
and coding rather than after deployment. In
IIoT systems, threat modeling becomes even more
important because of the unique blend of cyber and
physical elements [11]. This section will explore
several widely adopted threat modeling techniques
and their applications within software engineering
processes to strengthen IoT security.

STRIDE is a threat modeling method introduced
by Microsoft to help developers identify six key
security risks. These are spoofing, tampering,
repudiation, information leakage, denial of service,
and elevation of privilege [10]. It is commonly applied
in the early design stage, during the preparation
of system architecture diagrams. In IIoI systems,
STRIDE helps examine the interaction between system
components, including data shared between sensors
and control units. Tampering becomes a concern

if software updates reach edge devices without any
authentication. Spoofing is also possible in cases where
device identification lacks proper verification [11, 12].
Although STRIDE is effective in many areas, it may
not fully address changing IloT environments where
devices are frequently added or removed [13].

The DREAD model is an another advanced technique
based on threat modeling that it is focused on
five main risk factors. It targets damage potential,
reproducibility, exploitability, affected users, and
discoverability [12]. Hence, its application assists
users in prioritizing threats based on their critical
nature. In IIoT' systems, DREAD is efficient
at making risk-based decisions such as deciding
the time investment on input validation logic, or
applying additional encryption to certain data flows.
Specifically, a vulnerable firmware update mechanism
may cause wide-scale disruption; hence, getting
high DREAD score, highlighting the requirement of
redesign [13]. However, DREAD may struggle in
dynamic settings where advanced threats emerge
periodically.

The STPA-Sec (System-Theoretic Process Analysis
for Security) is a state-of-the-art threat modeling
technique [14]. In contrast to STRIDE or DREAD,
STPA-Sec examines the system as a whole. It
evaluates unsafe control actions including sending
commands at the wrong time or missing a safety
check. This system-level threat modeling technique
is particularly applicable for IloT systems as devices
are tightly coupled leveraging automation logic.
STPA-Sec encourages developers to think beyond just
protecting devices and to consider how their software
interacts with physical processes and human operators
[15]. Although STPA-Sec requires more time and
expertise to apply, it is a powerful tool for modeling
safety-critical software behaviors, and can be used
during requirements engineering and architecture
design phases in the SSDLC. The mapping of these
threat modeling techniques to various phases of the
SSDLC for IIoT systems is given in Figure 2.

It illustrates that the STRIDE model is most effective
during the early stages, such as requirements gathering
and system design, where identifying common threat
categories can shape secure architecture. DREAD, on
the other hand, is better suited for implementation
and testing phases, where scoring and prioritizing
risks become critical. STPA-Sec, being a system-level
method, is applicable during both requirements and
design phases and remains relevant in maintenance
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Figure 2. Mapping of threat modeling techniques to SSDLC
phases for IloI systems.

when revisiting system safety and security logic [16].

While these studies offer important insights into IloT
security and secure development practices, most focus
on isolated phases of the software lifecycle. Few works
integrate threat modeling techniques systematically
across all SSDLC phases, and even fewer align
these models with development process for secure
and automated deployment. In addition, existing
approaches often overlook the practical challenges
of resource-constrained edge environments, legacy
system integration, and post-deployment security

monitoring. This highlights a clear need for a unified
framework that bridges early risk modeling with
continuous security enforcement, as addressed in
this paper. A brief comparison of threat modeling
techniques in IIOT software engineering is presented
in Table 1.

3 Secure Software Development Lifecycle
(SSDLC) for IloT

Secure IloT systems demand the security embedded
at every stage of the SDLC. A Secure Software
Development Life Cycle (SSDLC) includes various
security activities such as threat modeling, secure
coding, and continuous testing [17]. This section
explores each phase of SSDLC, transformed to meet
various challenges of IIoI systems, including resource
constraints and real-time performance requirements.

3.1 Requirements Phase: Capturing Security Needs
Early

Requirement engineering is the first phase in SSDLC
that involves gathering both functional and security
requirements. For IIoI systems, it focuses on various
security vulnerabilities in the field. Since IIol systems
often employ remote, autonomous devices, hence,
developers must consider unauthorized access, data
tampering, and physical sabotage while requirement
gathering [17]. Therefore, threat modeling techniques
such as STRIDE and STPA-Sec are specifically

Table 1. Comparison of threat modeling techniques in IloI software engineering.

Aspect STRIDE DREAD STPA-Sec
Focus Area Threat categorization Risk prioritization Unsafe contr(?l actions and
system behavior
) . Implementation / . .
Primary Use Phase Design Testing Requirements / Design
Risk Assessment Identifies threats only Scormg—based System modeling and causal
evaluation analysis
Complexity Low Medium High

System-Level View
Recommended for IloT
Tool Support

Limitations

Strength in IloT Context

Limited to components

Good for analyzing
interfaces and protocols
Strong (e.g., Microsoft
TM Tool)

May miss system-wide
threats

Helps identify
protocol/API risks
early

Focused on individual
issues

Useful but may lack
consistency in scoring
Moderate (used in

select platforms)
Results can be
subjective

Supports remediation
prioritization

Covers full system including
human interaction

Ideal for control logic and
safety-critical zones

Limited (requires manual
modeling or UML/SysML)
Requires detailed system
knowledge and effort

Captures unsafe behaviors in
cyber-physical systems
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appreciated in this phase. STRIDE helps in identifying
common categories of threats, while STPA-Sec
supports a deeper analysis of unsafe control actions
that could potentially result in system-level failures
[14]. This phase ensures the integration of security as
a core part of the initial design discussion.

3.2 Design Phase: Building Secure Architecture

In the design phase, developers and system architects
plan the structure of the software and the roles of
different components. IloT systems are built with
several layers, including the device layer, network layer,
and application layer. Each layer brings its own set of
security risks [18]. To protect these layers, developers
use secure design practices such as limiting access
rights, encrypting data between modules, and adding
input checks in APIs. Some modern protocols like
OPC-UA come with built-in security, while older ones
like Modbus do not include encryption. If legacy
protocols are still in use, they should be separated from
other parts of the system to avoid exposing critical
assets. Tools like attack trees and attack graphs help
to identify possible paths that attackers might use
to reach system components. Security in this phase
enables proactive planning for risk reduction by the
identification of weak sections before writing the code
[19].

3.3 Implementation Phase: Writing Secure Code

This phase involves converting the system design to
system implementation by writing the secure code.
This phase is critical, as coding defects including buffer
overflows, hard-coded passwords, or invalidated
user inputs may create serious vulnerabilities [14].
Following secure coding standards such as MISRA
for embedded C/C++ or CERT guidelines for
Java/Python; is highly essential in secure IloT
systems. Developers must consider avoiding direct
memory access, unsafe system calls, and open ports
without authentication [20]. Additionally, lightweight
encryption and security libraries should be integrated
early; considering the processing limitations of edge
devices.

3.4 Testing Phase: Validating Software Integrity

Security testing is essential along with functional
testing during development phase. In IloT, traditional
testing techniques such as unit testing and integration
testing must be accompanied using security-specific
tests. These tests include: 1) Fuzz testing to identify the
system’s handling of unexpected or malformed inputs.
2) Static and dynamic analysis tools to detect coding

flaws. 3) Penetration testing for identifying real-world
vulnerabilities before deployment [21]. In this phase,
DREAD can be applied to prioritize the severity
of discovered threats and guide fixing decisions.
Additionally, testing should also be introduced in this
phase for protocol security and authentication flows,
particularly for IIoT devices performing crucial tasks.

3.5 Deployment Phase:
Configuration

Securing Release and

After testing, the software is deployed often on
IIoT edge devices, fog nodes, or cloud platforms.
Deployment must be done securely to prevent
man-in-the-middle (MitM) attacks, unauthorized
access, or configuration leaks. This involves secure
boot mechanisms to prevent firmware tampering,
digital signing of software to ensure authenticity,
role-based access control and key management during
device onboarding, and encrypted configuration files
and disabled debugging interfaces [22]. Cloud and
edge environments should also follow Zero Trust
principles, ensuring continuous identity verification
and policy enforcement even post-deployment.

3.6 Maintenance Phase: Ongoing Protection

Security is not a one-time effort as it requires regular
updates and monitoring throughout the system’s
lifetime. In IIoT, many attacks like botnets, firmware
tampering, and supply chain threats emerge after
deployment and evolve over time. Key maintenance
strategies include Over-the-air (OTA) secure updates
with rollback support, Security audits and patch
management, Log analysis, anomaly and revisiting
threat models (e.g., STPA-Sec) after system changes.
This phase also includes end-of-life planning, where
decommissioned IIoT devices must be safely retired
without leaking data or credentials [23].

Each phase of SSDLC when properly adapted, offers
an opportunity to reduce vulnerabilities before they
are exploited in the field [24]. By combining
established software engineering practices with
IloT-specific constraints and threat models, developers
can design, build, and maintain software that is more
resilient, secure, and ready for real-world industrial
environments. A flowchart presenting the phases
of SSDLC based on IloI-specific security practices is
presented in Figure 3.
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4 Secure development process in IIoT Software
Delivery

As IloT systems become increasingly complex and
distributed, ensuring their security after deployment
is no longer sufficient. Modern industrial software
development must embrace secure development
process, an approach that integrates security practices
directly into the development and delivery pipeline.
Secure development process encourages "security as
code", enabling faster, safer, and more reliable software
releases by automating testing, monitoring, and policy
enforcement from the very beginning [25].

In IIoT systems, this integration is especially important
due to the safety-critical nature of operations,
limited physical access to devices, and heterogeneity
of platforms. Unlike traditional IT applications,
ITIoI' deployments must consider not just cloud or
mobile environments but also edge and fog nodes,
where deployment and updates can be risky and
resource-intensive.

4.1 Integrating Security into CI/CD Pipelines

Continuous Integration and Continuous Deployment
(CI/CD) is central to any secure development process
pipeline. In IloT development, these pipelines can be
extended with tools that automatically scan identified
vulnerabilities. These tools support code scanning
and help developers follow secure coding standards
[26]. The process includes running Static Application
Security Testing during code commits and Dynamic
Application Security Testing before releasing the
software. Builds that contain major security issues
or outdated libraries are stopped automatically. This
helps detect risks early and ensures that only trusted
code is moved forward to production.
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4.2 Infrastructure Code and

Security-as-Code

as (IaC)

Handling infrastructure by hand becomes difficult
in IIol' environments, particularly in setups that
include many sensors, actuators, edge nodes,
and control units. Infrastructure as Code (IaC)
helps define configurations, network rules, and
security settings through scripts and templates.
Security-as-Code allows teams to apply rules for
encryption, firewall setup, access permissions, and
compliance requirements. This approach helps keep
deployments uniform, easier to check, and less likely
to include mistakes during setup and updates [27].

4.3 Secure Software Deployment on Edge and Fog
Devices

A common issue in IIoT involves installing software
on edge and fog devices with limited resources.
These devices usually operate on real-time systems or
minimal Linux versions and often do not include full
operating system security features. To support secure
secure development process, in this environment
minimal, signed container images (e.g., using Docker
or Balena for embedded) should be used to prevent
tampering. Moreover, the use of hardware-based root
of trust, such as TPM (Trusted Platform Module),
can ensure only authenticated software is executed.
Additionally, enabling immutable infrastructure
techniques—where changes are made via full
re-deployments rather than ad hoc patches—can
improve auditability and rollback safety. These
practices reduce the risk of deploying compromised
software or leaving vulnerable components active in
the field [26].

4.4 Monitoring, Drift Detection,

Enforcement

and Policy

Security continues even after the software has been
deployed. Secure development process supports
ongoing monitoring and policy enforcement to keep
IIoT systems protected. One important task in
this stage is detecting configuration drift. This
helps identify any changes in device settings or
network rules that were not approved. Moreover,
log aggregation and threat detection, using tools
like ELK stack, OSSEC, or cloud-based security
monitoring. Additionally, Policy-as-code should be
introduced, allowing organizations to define and
enforce security rules that are automatically applied
and verified during deployments. These strategies
make it possible to respond to evolving threats and
maintain compliance even in distributed and dynamic
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IIoT networks [27].

4.5 Privacy-Aware Automation in Industrial

Pipelines

Many IloI' systems collect sensitive operational
data, some of which may include employee
movement, machine health, or customer behavior.
Integrating privacy-aware automation into secure
development process practices ensures that personal
and confidential data is protected during processing,
storage, and transfer. This includes Data masking and
pseudonymization before transfer to cloud analytics
engines. Moreover, secure key management using
vault systems like HashiCorp Vault or AWS KMS
should also be focused on. Additionally, ensuring
compliance with data protection standards such as
GDPR and ISO/IEC 27001 would help multinational
industrial deployments [28]. By embedding these
capabilities into the pipeline, privacy can be enforced
just like functional or performance requirements. The
secure development process pipeline adapted for
IloT systems is presented in Figure 4. It illustrates
the security integration from the coding phase to
monitoring phase.

+ Secure coding « Sign artifacts
Scan dependencies

« Enforce policies

< 77
J-‘@ﬂ
el

I « Signed containers
: * Zero Trust config
1 ¢ lacC for consistency

s Logalerts
* Detect drift
s Secure OTA updates

%
Monitor &
Maintain

1
+ Static analysis :n
« Threat Modeling [

Build &
Test

SAST & DAST
Fuzz & unit tests
Cl security checks

Figure 4. A secure development process workflow
customized for Industrial IoT systems.

5 Proposed Framework: SecureDev-IloT

The complexity of IIol systems demands a structured
approach that combines threat modeling, secure
software engineering, and advanced secure
development process. We propose a conceptual
development framework named SecureDev-IloT
that is designed to guide industrial teams to build
secure-by-design IIol systems. This framework
ensures appropriate security techniques across all
stages of SDLC. Additionally, it also incorporates
automation and continuous validation through secure
development process. The following section briefly
describes the overview of the proposed framework, its
lifecycle flow, and its architecture.

5.1 Framework Overview

The SecureDev-IIoT framework is built on three layers
that work together to improve software security in
industrial environments. The first layer deals with
threat modeling. This step helps teams identify
risks early in the development cycle. These methods
are applied during the planning and design stages
to reveal possible entry points in IIoI' systems.
The findings guide design decisions, support risk
prioritization, and help form a stronger security
foundation before coding begins.

The second layer improves development by including
activities that strengthen security in areas specific to
IIoT. Each phase involves actions such as applying
control checks, writing secure code, and performing
stress tests. These additions help ensure that
security is considered across the full process instead
of limiting it to a single stage. The third layer
introduces automation using secure development
process. It supports the application of security policies
during both development and deployment. Tasks in
this layer involve scanning source code, identifying
vulnerabilities, and validating configurations within
the CI/CD workflow. This setup helps teams produce
secure software builds. The same process supports
secure deployment across edge and fog systems.
Continuous monitoring maintains compliance and
provides protection against new threats that may
appear after release.

The SecureDev-IIoI framework introduces a unique
layered integration of three well-established threat
modeling techniques—STRIDE, DREAD, and
STPA-Sec within the structure of the SDLC. Unlike
earlier approaches that apply a single technique at a
fixed stage, this method distributes each technique
based on its strengths across different SDLC phases.
STPA-Sec is employed during the requirement phase
to analyze unsafe control actions in industrial control
environments. STRIDE supports the design phase by
helping identify threats in system architecture, data
flows, and interface interactions. During testing and
validation, DREAD is used to score and prioritize
identified threats based on their potential impact.
This multi-technique approach ensures both proactive
and reactive security coverage, which is particularly
essential in the complex, high-risk environment
of IloT systems. By combining these methods in
a coordinated way, the framework offers a more
complete and adaptable threat assessment process
across the entire software lifecycle—something not
addressed in earlier models.
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Figure 5. SecureDev-IIoT lifecycle, illustrating threat
modeling and secure development activities.

Figure 5 shows
illustrating the threat modeling and secure
development activities aligning with each phase of the
SSDLC in a continuous, circular process.

While the framework is methodology-focused, parts

of it can be implemented using widely available tools.

For example, Microsoft Threat Modeling Tool supports
STRIDE analysis, while OWASP Threat Dragon can
assist in modeling attack surfaces. Secure coding
and static analysis are supported through tools like
SonarQube and CodeQL, and DevOps automation can
be configured using platforms like GitHub Actions or
Jenkins for CI/CD integration [29-31].

5.2 SecureDev-IIoT Lifecycle Flow

The SecureDev-Ilol' framework is divided into six
phases. Each phase includes specific security activities
designed for IIoT systems. In the first phase, STPA-Sec
is used to examine system behaviors that may cause
unsafe conditions. At the same time, STRIDE is
applied to identify security concerns related to data
exchange, system interfaces, and communication
protocols. These methods help teams address both
safety and security from the early stages.

The following phase focuses on system design.

Developers build the structure of the system and use
tools such as attack trees and threat graphs to explore

possible intrusion paths. Secure protocols are applied,

and legacy components are kept separate from critical
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the SecureDev-lIol' lifecycle,

functions to reduce potential exposure. The third
phase is about writing secure code. Developers follow
industry rules, such as MISRA for embedded software,
and scan their code to catch issues early. Simple
encryption is also added to keep data safe, even on
devices with limited resources.

The fourth phase involves testing. Teams run unit
and integration tests along with security checks such
as fuzzing and penetration testing. DREAD scoring
helps them decide which issues are more serious and
need attention first. The fifth phase focuses on putting
the software into real environments. Signed files are
used to ensure software has not been changed. Access
is controlled through RBAC, and every connection is
checked using Zero Trust methods.

In the final phase, the system continues to stay
protected after it goes live. Secure OTA updates are
used to fix issues quickly. Logs are reviewed, and
unusual behavior is flagged. Threat models are also
updated over time, so security stays strong even as the
system grows and changes.

5.3 Architecture of SecureDev-IloT

The architecture of SecureDev-Ilol' is aimed at
applying specific security methodologies in each
phase of SDLC. This framework integrates security
techniques across all the stages of SDLC. It supports
security from initial requirements analysis to final
maintenance phase. The main goal is to incorporate
proactive and reactive security approaches considering
the dynamic nature of attack surface and Ilol
limitations.

In the initial phase of requirement gathering, various
techniques such as STRIDE and STPA-Sec identify
threats and unsafe control actions ahead of software
development phase. In the design phase, developers
use tools such as attack trees and secure API guidelines
to create systems that are both safe and scalable. The
next phase begins with implementation. At this stage,
developers apply secure coding practices and run static
analysis tools to find possible security issues in the
code.

The testing phase includes techniques such as fuzzing
and penetration testing. DREAD scoring is used to
help teams focus on fixing the most serious issues first.
In the deployment phase, security involves checking
the build using signed files and applying Infrastructure
as Code to enforce system settings. During the
final phase, maintenance, secure Over The Air (OTA)
updates are used to keep the system reliable. These
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Figure 6. SecureDev-IIol: A layered framework combining threat modeling, SSDLC, and secure development process.

updates also support clear and traceable actions in
systems where safety is a priority. The full framework,
including threat modeling and secure development
activities is shown in Figure 6.

The phase-wise mapping of SDLC to the applied
techniques and security goals is summarized in Table 2.

Table 2. SDLC phases alongside the techniques employed
and their respective security goals.

Technique

Phase applied Security goal
Requirement STRIDE, i(iiinhfy de?iﬂy
equirements .\ o sks, efine
secure goals
Desien Attack Trees, Architect
& Secure APIs resilient systems
. Secure Coding, Eliminate
Implementation . .2 common
Static Analysis Teps
vulnerabilities
. DRE.AD' Validate security
Testing Fuzzing, robustness
SAST/DAST
Signed Secure and
Deployment  Containers, consistent
RBAC, IaC releases
Maintenance OTA Updates, ir;su-irm
Drift Detection 5

system integrity

The SecureDev-1Iol framework is adaptable across
various industrial domains. In energy systems, it
helps protect SCADA and grid communication. In
healthcare, it supports secure updates for connected
devices. In manufacturing, it ensures control logic
integrity and protects Programmable Logic Controllers
(PLCs). This flexibility allows the framework to be
reused across sectors without major changes.

6 Evaluation and Discussion

The SecureDev-1Iol framework addresses the specific
requirements and constraints of IloI systems while
supporting secure software engineering practices
along with threat modeling. The following section will
examine its advantages and limitations by comparing
it to existing security mechanisms.

Existing IloI' security approaches often focus on
runtime protection by employing intrusion detection
systems, encryption protocols, or access control
mechanisms [32]. These techniques are reactive
and may fail in preventing vulnerabilities that were
introduced during initial stages of SDLC. While
SecureDev-IIoT is proactive as it promotes the early
identification of risks and mitigates them during the
requirements and design phases. It also reduces the
likelihood of crucial errors reaching to production
stage. The key differences between SecureDev-IloT
and traditional runtime-based security approaches are
highlighted in Table 3.

The key strengths of SecureDev-Ilol' lie in its
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Table 3. Comparison of secureDev-IIoT with runtime security approaches.

Aspect Traditional IIoT Security SecureDev-IIoT Framework

Focus Detection and mitigation at runtime Prevention and secure-by-design
development

Lifecycle Coverage Mostly post-deployment Full SSDLC integration

Threat Modeling Rarely applied
Automation (CI/CD, Limited
[aC)

Customization for IIoI'  Often generic

Maintenance Support  Patch-driven, reactive

Applied early and throughout

Fully integrated via secure development
process

Tailored to IIoT constraints

OTA updates, drift detection, secure

logging

comprehensive coverage, lightweight applicability,
and process adaptability. Specifically, it can be
applied in both large-scale industrial environments
and small, embedded IloI' projects. It also aims
to support compliance with international standards
such as IEC 62443, ISO/IEC 27001, and GDPR,
making it suitable for global deployment. Moreover,
the framework is modular and compatible with
Agile and DevOps, which helps industrial teams
adopt security gradually without disrupting existing
workflows. Additionally, because the framework
is technique-agnostic, organizations can plug in
their preferred tools (e.g., SonarQube, OpenVAS,
HashiCorp Vault) without being locked into specific
vendors.

The SecureDev-IIoT framework is adaptable across a
variety of industrial domains. In smart manufacturing
and energy sectors, it supports secure PLC updates,
control logic integrity, SCADA protection, and grid
monitoring. It also benefits healthcare Iol and
supply chain automation by securing connected
medical devices, asset tracking systems, and RFID
infrastructure. In all these domains, the need
for early risk identification, safe deployment, and
reliable maintenance is consistent, validating the
generalizability of the proposed approach.

Although SecureDev-IIoI ensures secure IloI systems,
however, its implementation has certain challenges.
Introducing threat modeling and secure coding
practices in early phases of SDLC could delay
project initiation [28]. Additionally, development
teams need to have familiarity with threat modeling
techniques, hence, their appropriate training is
required. Moreover, the integration of security
tools into secure development process can be
complicated supplementary delaying the project
timeline. Furthermore, the success of the proposed
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framework is dependent on the maturity of the
organization, i.e., the willingness of the resources to
employ SSDLC principles. Strong project management
and security leadership is also required so that
development teams may not opt for short-term
development shortcuts while bypassing SSDLC
protocols.

As security tools continue to evolve, future platforms
may offer tighter integration between threat modeling,
code analysis, and deployment pipelines. For example,
automated mapping of threat models to CI/CD
policies or Al-powered vulnerability detection could
reduce manual overhead and improve response times.
These advancements would help overcome current
limitations in scalability and ease of use, especially
in complex IIoT environments with frequent device
changes and software updates.

6.1 Practical Scenario Illustration:

Consider a smart manufacturing plant that uses PLCs
to control robotic arms and conveyor systems. During
the requirements phase, STPA-Sec is applied to identify
control actions that may lead to unsafe operations, such
as unauthorized speed adjustments. STRIDE helps
analyze data flows between PLCs and central systems
to uncover spoofing or tampering threats. DREAD
scoring is used during testing to rank the severity of
detected vulnerabilities, ensuring that high-risk issues
are addressed first. Secure development automation
supports regular secure firmware updates on edge
devices while maintaining compliance. This scenario
shows how SecureDev-IIoT can be applied step by step
in a realistic industrial setting to strengthen both safety
and security.

7 Conclusion

The industrial IoT systems are essential across various
sectors; hence, they require secure, robust, and
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maintainable software. This study presented a
comprehensive review of multiple threat modeling
techniques, secure SDLC practices, and secure
development process to systematically integrate them
into the IloT lifecycle. We proposed a conceptual
framework called SecureDev-IloT that supports threat
analysis with SSDLC phases and automates security
implementation through modern CI/CD pipelines.
SecureDev-IIoI' helps organizations build secure
software by integrating security in all phases of SDLC,
hence proactively providing consistent shield against
evolving threats. The framework proposed a flexible
foundation that could be adapted across diverse
industrial domains. In future, the work will aim
to extend the framework through toolchain support
and also validate it in real-world IIoI environments
including smart manufacturing and energy sectors.
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