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Abstract

The Traveling Salesman Problem (TSP) is a
well-known NP-hard problem that aims to find
the optimal tour among cities, visiting each
exactly once and returning to the origin. Over the
years, many researchers have proposed various
approaches to find near-optimal solutions for
TSP. This paper proposed a variant of the nearest
neighbor algorithm termed the 2-step nearest
neighbor algorithm. Unlike the original nearest
neighbor approach, this algorithm considers two
nearest nodes as potential next nodes. For each
of those nearest nodes, the two nearest nodes
have been considered. The sub-tour with the
minimum cost among the resulting four has
added to the final tour. This process continues
until all nodes are covered. The performance
of the proposed algorithm compared with that
of existing brute-force, nearest-neighbor, and
genetic algorithms. The proposed algorithm’s
utility extends from classical TSP instances to route
planning for mobile data collectors in Internet
of things (IoT) environments. In such scenarios,
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a mobile collector visits distributed IoT sensor
nodes to gather data and return to its base station,
minimizing total travel costs and making the
problem analogous to TSP. Result analysis shows
that in most scenarios, the proposed approach
yields a shorter distance tour than the existing
nearest neighbor approach, though with slightly
increased computational time. The approach could
also be adapted based on the number of nodes,
the optimal solution requirement, and available
computational resources. The code is available at
https:/github.com/azad-nstu/CS570-Proj-1-Traveling-Sale
sman-Problem-TSP.

Keywords: traveling salesman problem, optimization,
brute force, nearest neighbor, genetic algorithm, internet of
things.

1 Introduction

The TSP problem aims to find the optimal path among
a set of cities, allowing a salesman to travel between
them with minimum cost and return to the initial
city [1]. So the solution lies in finding the shortest path
to visit every city exactly once and coming back to the
original city. Here, the cost could be money, distance,
fuel consumption, time, or any other parameter, even
though distance is often considered a cost. The
problem is also called finding the minimum distance
Hamiltonian cycle [2].
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Figure 1. A sample graph with 4 nodes/cities.

Figure 1 illustrates four interconnected nodes, which
could represent various entities like cities, sensor
nodes, or IoI' devices. Finding a TSP solution using
a brute force approach would be easy as it has only 4
nodes and there will be 4! = 24 combinations of tours.
Here, if Node-A is considered as the starting node,
visiting all other nodes B, C, and D, and coming back
to Node A with minimum cost will solve this problem.
The optimal solution for the problem is Node-A —
Node-B — Node-D — Node-C — Node-A or, Node-A
— Node-C' — Node-D — Node-B — Node-A with cost
10 + 25 4+ 30 + 15 = 80 is the minimum cost solution.

In TSP, to visit n number of nodes, for a complete
graph (having a connection between each node), there
will be n! possible tours to cover all the nodes. So the
complexity of the problem grows exponentially rather
than polynomials. This problem is NP-hard because
no optimal algorithms can find the exact solution (the
smallest cost route) within a reasonable amount of
time for a large TSP with many nodes.

Although the mathematics related to TSP was
developed in the 1980s, the origin of TSP is not clear.
It was first studied by Karl Menger in the 1930’s. In
1954, a research team solved the TSP problem for
49 cities. Finally, in 2004, another research team
solved the problem for 24,978 cities. During this
period, various research teams successfully solved
TSP instances for problems involving a range of cities,
specifically between 49 and 24,978 3].

There are many existing sub-optimal solutions for
TSP [4, 5]. The nearest neighbor algorithm is one of the
simple but effective approaches that follow the greedy
approach concept to find a sub-optimal TSP solution.
From the current node, the nearest neighbor considers
only one nearest neighbor to add in the final tour that
may miss a more effective sub-tour. So, this paper aims
to explore 4 sub-tours with lengths of two edges each

and then select the best sub-tour to add to the final
tour. To minimize the probability of missing better
sub-tours, the algorithm systematically explores four
sub-tours. It does this by first selecting the two nodes
closest to the current node. Subsequently, for each
of these two selected nodes, it identifies two further
nearest nodes, thereby constructing the four sub-tours.

TSP has numerous applications across various fields,
including engineering, business, and medicine. Some
of the TSP applications are in computer wiring, vehicle
routing, drilling of printed circuit boards, overhauling
gas turbine engines, X-ray crystallography, the
order-picking problem in warehouses, mask plotting
in PCB production, Genome Sequencing, Starlight
Interferometer Program, Scan Chain Optimization,
DNA Universal Strings, Power Cables, etc. [6-8].

Beyond its application in classical combinatorial
optimization problems, route planning algorithms
like TSP have direct relevance in mobile and wireless
systems [9, 10], especially in scenarios involving
mobile data collectors in wireless sensor networks
(WSN) [11] or IoT [12] environments. In such settings,
a mobile data collector (such as a drone, vehicle, or
robot) traverses distributed Iol sensor nodes to gather
data and then returns to a central base station. Efficient
path planning in this context helps reduce total travel
distance, energy consumption, and data collection
latency. This problem is naturally modeled as a
Traveling Salesperson Problem (TSP) variant, as the
collector must visit each node exactly once and return
to the starting point. This study proposes a 2-step
nearest neighbor algorithm that can be effectively
applied for such applications, providing a flexible
and efficient route optimization approach in IoI-based
mobile data collection systems [13]. Other potential
applications for the proposed algorithm include
autonomous vehicle patrol route planning [14], school
bus routing problems [15], unmanned aerial vehicle
(UAV) inspection missions [16], and agricultural
drone crop monitoring [17].

The remainder of the paper is organized as Section
2 will outline three algorithms that will be used
to compare the performance with the proposed
algorithm. Section 3 covers a detailed discussion
of the proposed 2-step nearest neighbor algorithm.
A detailed description of the experiment and result
analysis is presented in Section 4 before concluding
the paper with some future directions in Section 5.
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2 Algorithms for TSP

To solve the TSP problem, many algorithms proposed
over the last few years. Some of the popular TSP
algorithms include the brute force/naive approach,
nearest neighbor [3], branch and bound [18], dynamic
programming [19], genetic algorithm [20], and
simulated annealing [21]. Different algorithms
address this problem in different ways: some seek
the exact solution, others use heuristics for an
approximate solution, and some optimize the solution.
In this study, the performance of the proposed
approach is compared with that of existing brute-force,
nearest-neighbor, and genetic algorithms. So, a brief
overview of these algorithms is presented below:

2.1 Brute Force Approach

The brute force approach [22] is also called the
naive approach to solving TSP that offers an exact
solution. However, this approach is highly inefficient
and impractical within a reasonable time for a medium
to large number of nodes. The brute force approach
finds the shortest Hamiltonian cycle by trying every
possible tour. It generates all potential tours, calculates
the distance for each, and then selects the tour with the
lowest distance as the best solution for the Traveling
Salesperson Problem. So, for n nodes (cities), the
total combination will be n!. For example, consider
the complete graph with 4 nodes shown in Figure 2.
There are a total of 4! (24) possible combinations of
tours. Among these, a minimum distance of 15 can
be achieved by a couple of tours, such as ABCDA.
Consequently, the algorithm’s complexity is O(n!),
which is very high and impractical with many nodes.

2.2 Nearest Neighbor

Nearest neighbor [3] is the most simple and
straightforward heuristic solution for a traveling
salesman problem that tries to find a satisfactory result
other than the optimal solution like brute force. For
medium to large numbers of nodes (vertex), nearest
neighbor algorithms can compute a decent path within
a reasonable time. It follows a greedy approach that
always considers the nearest neighbor. Then, move to
that neighbor and find its nearest neighbor. Continue
the process until all the nodes (cities) visit. Finally,
comes back to the starting node and computes the
distance.

For example, in Figure 2, if ‘A’ is the starting node, the
nearest node of A is “‘B’. Now from ‘B’, the nearest
node (except A and B) is C. From C, the nearest node
(Except A, B, and C) is D. Now all the nodes have

Starting City- A~ Starting City-B  Starting City-C  Starting City- D
ABCDA BACDB CABDC DABCD
ABDCA BADCB CADBC DACBD
ACBDA BCADB CBADC DBACD
ACDBA BCDAB CBDAC DBCAD
ADBCA BDACB CDABC DCABD
ADCBA BDCAB CDBAC DCBAD
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Figure 2. A complete graph with 4 nodes (cities).

visited. So, D to A returns back to the starting node
‘A’. So, the shortest nearest neighbor tour is:ABCDA
(here, same as brute force but will not be the same
always), and the distance is: 1 + 4 + 2 4+ 8 = 15. The
nearest neighbor time complexity for n is O(n?).

2.3 Genetic Algorithm

Genetic algorithms leverage the principle of natural
evolution for optimization and intelligent searching.
This approach eliminates the need to check all possible
solutions, enabling them to find a good result within a
reasonable amount of time. It starts with initializing a
population of individuals (potential solution, tour in
TSP) where each individual is called a chromosome
that consists of a sequence of genes (cities in TSP) [20,
23].

In Figure 2, if the population size is 3 (in practice,
the population size is high like 50, 100, 200, etc), the
initial population could hold chromosome ABCDA,
BCADB, and DABCD usually generated randomly.
Then, calculate the fitness (tour distance) of each
individual and select individuals from this current
population to consider as parents for the next
generation. The selection process usually considers the
fitness score. After that new individuals are created
for the next generation by combining the genes of
the selected parents. This step is called crossover
or recombination. It also introduces mutation by
randomly changing the genes of individuals to
maintain genetic diversity and to avoid getting trapped
in local minima. After that, it organizes new
populations for the next generation by combining new
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offspring individuals and current individuals. The
process continues for a certain number of generations
or until reaching a termination condition. Finally, from
the last generation, the best individual (a tour that
has the best fitness value/ lowest distance) has been
selected as the solution for TSP. The time complexity
of the genetic algorithm is O(n?).

3 Proposed 2-step nearest neighbor algorithm

The proposed 2-step nearest neighbor algorithm is
a variation of the nearest neighbor algorithm. In
the nearest neighbor algorithm, a node considers its
nearest node as the next node in the minimum distance
tour construction. Then, from this selected nearest
node, consider the nearest neighbors (that were not
selected before). In this process, although if a node
selects its nearest node as the next node in the shortest
tour, the next nearest node from the selected node
might cost high compared to the selection of another
node and from that node, there may be the shortest
edge so that total cost for the two edge might be less.
For example, in Figure 3, if A is the starting node,
using the nearest neighbor, it will select B as the next
nearest neighbor and will add it to the tour. Then,
from B, it will select its nearest neighbor node £ from
its neighbor nodes C, D, and E (Excluding A4, as it’s
already in the tour). The distance from A - B — E
is 1 +7 = 8. Now if starting node A would select C
as the next node and from C, F as the next node, the
distance from A — C — Fis: 24+ 1= 3.

o
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Figure 3. A complete graph with 5 nodes.

To address this issue, this study proposes a 2-step
nearest neighbor algorithm. It’s called a 2-step nearest
neighbor because the selection decision to add nodes
in the tour is taken after considering two levels of
neighbors. Here, a node initially considers its two
nearest neighbors that didn’t select before, and then for
each nearest neighbor, find two more nearest neighbors
(again from those that didn't select before) that result

4

in 4 probable selected sub-tours with two edges each.
Out of these for sub-tour, the algorithms select the
lowest distance sub-tour and append it for the lowest
distance tour construction. After that, the last node
of the appended sub-tour finds its two nearest nodes
that didn’t append before. Then again for each two
nearest nodes, find two more nearest nodes, and out
of 4 sub-tours, select and append the lowest distance
sub-tour. Continue the process until all nodes in the
graph are selected in the tour. Finally, append the
edge from the last selected nodes to the source node
for coming back to the source node and completing
the Hamiltonian cycle. The tour and distance using the
nearest neighbor for the graph is: ABECDBA, and
1+7+1+6+8=23.

Now for Figure 3, using the proposed algorithm,
source node A initializes distance = 0, will consider
two nearest neighbors, B and C, and for each B
(distance — 1) and C' (distance — 2), it will consider
two more nearest nodes that not considered yet. So for
B, the next two nearest nodes are F (distance —7) and
D (distance—8). For C, the next two nearest nodes are
E (distance — 1) and D (distance — 3). So, there will
be four sub-tours ABE (distance — 1+ 7 =38), ABD
(distance — 1+ 8 =9), ACE (distance — 2+ 1 = 3),
ACD (distance — 2 + 3 = 5). Out of these four
sub-tours, the algorithm will select the lowest distance
sub-tour AC'E with distance 3 and will append CE
with the starting node A and update the sub-tour from
A to ACE. It will also update the distance from 0 to
3. In the next iteration, E will become the starting
node. The algorithm will then identify its two nearest
neighbors. For each of these neighbors, it will consider
two further nearest nodes to form new sub-tours. The
sub-tour with the lowest distance will then be selected
and appended to the existing tour. It will add the
distance of the selected sub-tours with the existing
distance to calculate the updated distance. The process
continues until all nodes are included in the sub-tour.
Finally, the starting node is added to the last node in
the sub-tour, and its corresponding distance is also
added in. Since only two nodes remain after ACE in
this graph, the algorithm will add the next two nearest
nodes in ascending order of their distance: first D
(with a distance of 6), and then B (with a distance
of 8). Now, the sub-tour will be CAEDB, and the
updated distance is 3 + 6 + 8 = 17. Finally, it will add
edge BA to go back to the starting node and the final
tour will be ACEDBA and final distance 17 + 1 = 18.
For Figure 3, the proposed 2-step nearest neighbor
algorithm could be further described utilizing Figure 4,
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which shows the selected sub-tours (ACE . . .) with the distances among different nodes is presented in
their distance. Figure 5, and Figure 6. Also, a graph for 100 nodes is
@ presented in Figure 7. With increasing the number
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Figure 4. Sub-tour selection process of proposed 2-step
nearest neighbor algorithm.

Figure 5. A graph with 5 nodes.

4 Experiment and result analysis

4.1 System Configuration

Brand: HP. Processor: 11th Gen Intel(R) Core
i5-1135G7, 2.40GHz, 2419 Mhz, 4 Core(s), 8 Logical
Processor(s). RAM: 16 GB.

Programming language: Python version 3.9.13

4.2 Experiment

For the experiment, I have considered 11 graphs with
different node numbers: 5 nodes, 10 nodes, 13 nodes,
15 nodes, 25 nodes, 50 nodes, 100 nodes, 250 nodes,
500 nodes, 750 nodes, and 1000 nodes. Figure 6. A graph with 10 nodes.

For the experiment, the following steps were
performed:

e Step 1: Read the given lower triangular matrix file.
e Step 2: Convert it to a complete adjacency matrix.
e Step 3: Draw the complete graph.

e Step 4: Apply four algorithms using the complete
graph.

e Step 5: Draw the graph with the algorithms’
generated minimum tour.

e Step 6: Store the result of each algorithm for a
different number of nodes. Figure 7. A graph with 100 nodes.

e Step 7: Perform result analysis based on distance

L of nodes, visualization becomes challenging to see
and execution time.

the distances among different nodes. In the next step
Step 1 reads the lower triangular matrix from the input (step 4), 4 different algorithms (Brute force, Nearest
graph file. Then, step 2 makes the complete adjacency neighbor, Genetic algorithm, Proposed 2-step nearest
matrix. After that, in step 3, the complete graph is neighbor) are implemented. The overall complexity of
drawn. A sample graph for 5 nodes and 10 nodes with the proposed algorithm is also O(n?).
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Cost: 269101

Path: [0, 1, 2, 3, 4, 0]

Figure 8. Proposed 2-step NN algorithms generated
minimum tour graph for 5 nodes with start node=0.

Cost: 1628604

Path: [0,1,2,3,4,5,6,7,8,9,0]

Figure 9. Proposed 2-step NN algorithms generated
minimum tour graph for 10 nodes with start node=0.

Figure 10. Proposed 2-step NN algorithms generated
minimum tour graph for 100 nodes with start node=0.

Then, in step 5, draw and store the same graph using
the edges of the tour. This time, the edges were drawn
as directed to understand the direction of visit from
the starting node to all other nodes and coming back
to the starting node. Figures 8, 9, and 10 represent
the minimum distance tour returned by the proposed
2-step nearest neighbor algorithms for the completed
graph with 5 nodes, 10 nodes, and 100 nodes, and that
were presented in Figures 5, 6, and 7.

In step 6, after running the algorithms for different
graphs with different numbers of nodes, the output

[=] output.oe E3

Brute Force Solution for 5 nodes:
Solution with Random Start Node 0 and after 1 tries:

Cost: 207341
path: [0, 1, 3, 4, 2, 0]
Execution Time: 0 Hours, 0 Minutes, 0 Seconds, and 1 Milliseconds

Nearest Neighbor Solution for 5 nodes:
Solution with Random Start_Node 0 and after 1 tries:

cost: 269101
Path: [0, 1, 2, 3, 4, 0]
Execution Time: 0 Hours, O Minutes, 0 Seconds, and 1 Milliseconds

Genetic Rlgorithm Solution for 5 nodes:
Solution with Random Start_Node 0 and after 1 tries:

cost: 207341
Path: [0, 1, 3, 4, 2, 0]
Execution Time: 0 Hours, 0 Minutes, 0 Seconds, and 39 Milliseconds

Proposed 2-Step Nearest Neighbor Solution for 5 nodes:
Solution with Random Start Node 0 and after 1 tries:

Cost: 269101
Path: [0, 1, 2, 3, 4, 0]
Execution Time: 0 Hours, 0 Minutes, 0 Seconds, and 1 Milliseconds

Figure 11. Stored results in the output.txt file.

distance (minimum distance), path (minimum tour),
and Execution time are stored in an output file named
‘output.txt’.

Here, in the test, start node = 0 was assumed, although
the code could select the start node randomly. A
sample format of the output result is stored in the
output.txt file shown in Figure 11. Finally, in step 7,
result analysis in terms of minimum distance/cost, and
execution time was performed for four algorithms with
different numbers of nodes.

4.3 Result Analysis

Table 1 shows the generated minimum distance,
and execution time by four algorithms for different
numbers of nodes. Out of the four algorithms, brute
force was run using up to 13 nodes because of its
high computational complexity of O(n!), which will
take a very long time to finish. The other three
algorithms were executed for all 11 selected graphs.
For the genetic algorithm, the population size and
number of generations were set to 200 for graphs up
to 100 nodes, and for graph size from 100 to 1000
nodes, the population size and number of generations
were set to 500. For the mutation, 2 random nodes
in the individuals were selected and swapped to
introduce the diversity. Also, before selecting the new
individuals, the probability (function of fitness and
temperature) of the new individual was calculated and
compared with a threshold.

To compare the performance of different algorithms
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Table 1. Brute force, NN, Genetic algorithm, and proposed 2-step NN generated distance and consumed time for different
number of nodes.

Number of  Brute Force Brute Force NN NN  Genetic Algorithm Genetic Proposed- 2-Step Proposed
Nodes Distance Time Distance  Time Distance Algorithm Time ~ NN Distance ~ 2-Step NN Time
5 207341 1ms 269101 1ms 207341 39 ms 269101 1ms
10 647105 259 ms 1628604 2 ms 647105 50 ms 1628604 2 ms
13 628904 7Min, 42s,and 921 ms 1801463 2ms 661905 61 ms 1823748 2 ms
15 Didn’t analyze Didn’t analyze 1820321  2ms 628203 62 ms 1820321 3 ms
25 Didn’t analyze Didn’t analyze 950756  3ms 1134269 62 ms 862827 3 ms
50 Didn't analyze Didn’t analyze 1371802 3 ms 6812631 69 ms 1139795 3 ms
100 Didn’t analyze Didn't analyze 3179955  5ms 24086044 109 ms 3088761 6 ms
250 Didn’t analyze Didn't analyze 2609719 13 ms 58526357 469 ms 1944536 20 ms
500 Didn’t analyze Didn't analyze 1999082 46 ms 142035502 1s,and 113 ms 1703980 73 ms
750 Didn’t analyze Didn’t analyze 2824495 96 ms 262161280 1s, and 634 ms 2387702 157 ms
1000 Didn't analyze Didn’t analyze 1780054 169 ms 389579130 2's, and 320 ms 4126961 283 ms

Comparison of different algorithms for Distance Vs Number of Cities

== Brute Force H0579130

NN
= Genetic Alg
= Proposed 2-Step NN

226280

w050

sa526357

2086084

as2es

Distance/Cost
g,

26961

1790980 0cs 761
2820

260071
bor.702

boues3s 199008
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L6250 L2608 o3 080 B

1
1136269 130,795
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r2a.20

w9100

500 750 1000
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Figure 12. Comparison of different algorithms generated shortest distance for different graph sizes.

Comparison of different algorithms for Execution Time Vs Number of Cities

mm Brute Force
NN

W Genetic Alg

mmm Proposed 2-Step NN
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Figure 13. Comparison of different algorithms consumed execution time for different graph sizes.

in terms of generated minimum distance for different graph sizes, Figure 12 was drawn using the distance
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data from Table 1. Here, distances were represented in
a logarithmic scale for better visualization. Figure 12
shows that for small graphs, the genetic algorithm
performed well as brute force, but with increasing
the graph size, the performance degrades rapidly.
We can also see that for small graph sizes (5 to
15 nodes), the performance of the proposed 2-step
NN algorithm is almost the same as the original
nearest neighbor algorithm. But with increasing the
number of nodes from 25-750, the proposed 2-step NN
performed well compared to the nearest neighbors
and in most cases, the genetic algorithm as well. It
happens due to the idea described in Figure 3 in
Section 3. However, genetic algorithm performance
could improve with optimized parameters, which were
not fully explored here [24]. The performance of
proposed 2-step algorithms degrades with further
increasing the number of nodes like 1000. However,
a better performance could also be achieved with
a large graph size if the algorithm explores more
number of nearest neighbors and in more depth (than
2 in this experiment) so that it could consider many
potential sub-tours (here, it was 4) before selecting the
lowest distance sub-tour. With increasing the number
of neighbors and sub-tour lengths, the algorithm
will become closer to brute force. So, the proposed
algorithm could adapt between brute force and nearest
neighbors depending on the requirement and available
resources.

Then, to compare the execution time of different
algorithms for different numbers of nodes, execution
times from Table 1 were taken (all converted to
millisecond (ms) units) and drawn in Figure 13.
Again, execution time was represented in logarithmic
scale for better visualization. It also illustrates the
exact execution time (in ms) of each algorithm for
different graph sizes. From Figure 13, we can see that
the brute force execution time increases very rapidly
with increasing the number of nodes from 5 to 13.
In [5], stated that if a system can evaluate a path in 1
nanosecond, it will take 10 million years to evaluate all
the possible paths in a graph having only 25 nodes. It
discouraged testing the algorithm for the graph with
more nodes. Overall, the execution time of the genetic
algorithm is higher than the nearest neighbor and the
proposed 2-step nearest neighbor algorithm. Between,
the nearest neighbor and the proposed algorithm, the
proposed algorithm consumes a little more time than
the nearest neighbor because it considers 4 sub-tours
before taking 1. For all algorithms, the execution time
increased with increasing the number of nodes in the

graph.

Overall, for most graphs (especially with nodes
up to 750), the proposed 2-step nearest neighbor
algorithm achieves a lower distance tour than the
nearest neighbor with the expense of a little more
execution time.

5 Conclusion and future work

In conclusion, this paper introduces a 2-step nearest
neighbor algorithm, a variant of the traditional nearest
neighbor approach. It aims to find a more optimal
solution by exploring four sub-tours, each comprising
two edges, before making a selection. The two nearest
neighbors from the current node and two more nearest
neighbors for each of them contribute to the four
sub-tour generation process. Performance analysis
proves its effectiveness for finding low-cost tours
than existing nearest neighbors for graphs with low
to medium numbers of nodes (5 to 750). For a
high number of nodes, like 1000, the performance
dropped because 4 sub-tours might not be sufficient
considering many potential sub-tours. The issue could
be resolved by exploring more sub-tours with high
lengths (more than two), and that would be studied
as future work. However, for the execution time, the
proposed algorithm needs a little more computational
time than the existing nearest neighbor.

Moreover, the proposed approach can be adapted
for route planning in IoT environments that rely on
mobile data collectors. In such systems, where a
collector device sequentially visits multiple distributed
IoT sensor nodes for data gathering and returns to
a base station, the problem naturally aligns with
the TSP formulation. Future work will evaluate the
performance of the proposed algorithm with other
existing TSP solutions. The investigation will also
integrate this algorithm into mobile edge computing
frameworks and IoI-based delay-tolerant wireless
environments to evaluate its practical impact in
real-world IoT mobile data collection applications.
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